# Лабораторная работа №1

# Установка

Вариант для Windows, версия Python 3.\* (тестировалось на 3.7.3).

Действия в консоли CMD.exe.

Первым делом нам потребуется библиотека Numpy , если она не стоит то ставим:

**pip install numpy**

Далее ставим из репозитория OpenCV, вы так же можете собрать и из исходников, ( ссылка для мазохистов - <https://opencv-python-tutroals.readthedocs.io/en/latest/py_tutorials/py_setup/py_setup_in_windows/py_setup_in_windows.html> ).

**pip install opencv-python # Только основные методы**

**pip install opencv-contrib-python # Все методы если не ошибаюсь**

# Начала работы с изображениями

## Загрузка изображений

Используйте функцию **cv2.imread()** для чтения изображения. Изображение должно быть в рабочем каталоге или должен быть указан полный путь к изображению.

Второй аргумент - это флаг, который определяет способ чтения изображения.

- cv2.IMREAD\_COLOR : загружает цветное изображение. Любой прозрачностью изображения можно пренебречь. Это флаг по умолчанию.

- cv2.IMREAD\_GRAYSCALE : загружает изображение в режиме оттенков

серого

- cv2.IMREAD\_UNCHANGED : загружает изображение как таковое, включая альфа-канал.

Вместо этих трех флагов вы можете просто передать целые числа **1, 0** или **-1** соответственно.

Отображение изображения

Используйте функцию cv2.imshow() для отображения изображения в окне. Окно автоматически подстраивается под размер изображения.

Первый аргумент-это имя окна, которое является строкой. второй аргумент-это наш имидж. Вы можете создать столько окон, сколько пожелаете, но с разными именами окон.

Импорт и просмотр изображения

**import cv2**

**image = cv2.imread("./путь/к/изображению.расширение")**

**cv2.imshow("Image", image)**

**cv2.waitKey(0)**

**cv2.destroyAllWindows()**

**cv2.waitKey ()** - это функция привязки клавиатуры. Его аргументом является время в миллисекундах. Функция ожидает заданные миллисекунды для любого события клавиатуры. Если вы нажмете любую клавишу за это время, программа продолжится. Если передается 0, то он ожидает бесконечно долго нажатия клавиши. Он также может быть настроен на обнаружение определенных нажатий клавиш, таких как, если нажата клавиша а и т. д., которые мы обсудим ниже.

**cv2.destroyAllWindows()** просто уничтожает все созданные нами окна. Если вы хотите уничтожить какое-либо конкретное окно, Используйте функцию **cv2.destroyWindow()**, где вы передаете точное имя окна в качестве аргумента.

При чтении способом выше изображение находится в цветовом пространстве не RGB (как все привыкли), а BGR. Возможно, вначале это не так важно, но как только вы начнёте работать с цветом — стоит знать об этой особенности.

Есть 2 пути решения:

1) Поменять местами 1-й канал (R — красный) с 3-м каналом (B — синий), и тогда красный цвет будет (0,0,255), а не (255,0,0).

Поменять цветовое пространство на RGB:

2) rgb\_image = cv2.cvtColor(image, cv2.COLOR\_BGR2RGB)

И тогда в коде работать уже не с image, а с rgb\_image.

(Чтобы закрыть окно, в котором отображается изображение, нажмите любую клавишу. Если использовать кнопку закрытия окна, можно наткнуться на подвисания - варитивно.)

Типичный код для вывода изображений:

**import cv2**

**def viewImage(image, name\_of\_window):**

**cv2.namedWindow(name\_of\_window, cv2.WINDOW\_NORMAL)**

**cv2.imshow(name\_of\_window, image)**

**cv2.waitKey(0)**

**cv2.destroyAllWindows()**

Примечание

Существует особый случай, когда вы уже можете создать окно и загрузить в него изображение позже. В этом случае вы можете указать, можно ли изменить размер окна или нет. Это делается с помощью функции **cv2.namedWindow()**. По умолчанию используется флаг **cv2.WINDOW\_AUTOSIZE**. Но если вы укажете флаг **cv2.WINDOW\_NORMAL**, вы можете изменить размер окна. Это будет полезно, когда изображение слишком велико по размеру и добавляет панель треков в окна.

Смотрите код ниже:

**import cv2**

**image = cv2.imread("dHWei9jpqrM.jpg")**

**cv2.namedWindow("image", cv2.WINDOW\_NORMAL)**

**cv2.imshow("image", image)**

**cv2.waitKey(0)**

**cv2.destroyAllWindows()**

## Сохранение изображения

Используйте функцию **cv2.imwrite()** для сохранения изображения.

Первый аргумент-это имя файла, второй аргумент-изображение, которое вы хотите сохранить.

**cv2.imwrite (“gray.png”,img)**

Это позволит сохранить изображение в формате PNG в рабочем каталоге.

Программа ниже загружает изображение в оттенках серого, отображает его, сохраняет изображение, если вы нажмете " s " и выходите, или просто выходите без сохранения, если вы нажмете клавишу ESC.

**import numpy as np**

**import cv2**

**img = cv2.imread('messi5.jpg',0)**

**cv2.imshow('image',img)**

**k = cv2.waitKey(0)**

**if k == 27: # wait for ESC key to exit**

**cv2.destroyAllWindows()**

**elif k == ord('s'): # wait for 's' key to save and exit**

**cv2.imwrite('messigray.png',img)**

**cv2.destroyAllWindows()**

Если вы используете 64-разрядном компьютере, вы будете иметь, чтобы изменить к = cv2.waitKey(0) следующим образом : K = cv2.waitKey(0) & значение 0xFF.

**Применение библиотеки Matplotlib**

Matplotlib-это библиотека построения графиков для Python, которая предоставляет вам широкий спектр методов построения графиков. Здесь вы узнаете, как отображать изображение с помощью Matplotlib. Вы можете масштабировать изображения, сохранять их и т. д. С помощью Matplotlib.

# Работа с видеопотоком

Для захвата видео необходимо создать объект **VideoCapture**. Его аргументом может быть либо индекс устройства, либо имя видеофайла. Индекс устройства-это просто номер, указывающий, какая камера. Обычно подключается одна камера (как в моем случае). Поэтому я просто передаю 0 (или -1). Вы можете выбрать вторую камеру, пройдя 1 и так далее. После этого вы можете захватывать кадр за кадром. Но в конце не забудьте отпустить захват.

**import numpy as np**

**import cv2**

**cap = cv2.VideoCapture(0)**

**while(True):**

**# Capture frame-by-frame**

**ret, frame = cap.read()**

**# Our operations on the frame come here**

**gray = cv2.cvtColor(frame, cv2.COLOR\_BGR2GRAY)**

**# Display the resulting frame**

**cv2.imshow('frame',gray)**

**if cv2.waitKey(1) & 0xFF == ord('q'):**

**break**

**# When everything done, release the capture**

**cap.release()**

**cv2.destroyAllWindows()**

## Web camera

С простыми USB-web камерами очень просто, главное найти номер нужной камеры, если их подключено несколько:

**import cv2**

**cap = cv2.VideoCapture(0)**

**while True:**

**ret, img = cap.read()**

**cv2.imshow("camera", img)**

**if cv2.waitKey(10) == 27: # Клавиша Esc**

**break**

**cap.release()**

**cv2.destroyAllWindows()**

Подключаемся ( захватываем) нашу веб камеру. 0 — это индекс камеры, если их несколько то будет 0 или 1 и т.д.

**ret, img = cap.read()**

Читаем с устройства кадр(картинку) , метод возвращает флаг **ret (True , False)** и **img** — саму картинку ( массив numpy) .

**cv2.imshow(«camera», img)**

Функция **imshow** отображает изображение в указанном окне. Если окно не было создано, то создается новое. **«camera»** — имя окна , **img** — массив картинки.

По сути мы получаем картинку(кадр) с камеры и показываем его.

**cap.read()** возвращает значение **bool (True/False)**. Если кадр прочитан правильно, он будет истинным. Таким образом, вы можете проверить конец видео, проверив это возвращаемое значение.

Иногда **cap** может не инициализировать захват. В этом случае этот код показывает ошибку. Вы можете проверить, инициализирован ли он или нет методом **cap.isOpened().** Если это правда, то хорошо. В противном случае откройте его с помощью **cap.open()**.

Вы также можете получить доступ к некоторым функциям этого видео с помощью метода **cap.get(propId)**, где **propId**-это число от 0 до 18. Каждое число обозначает свойство видео (если оно применимо к этому видео). Некоторые из этих значений можно изменить с помощью **cap.set(propId, value)**. Значение-это новое значение, которое вы хотите.

(

1. CV\_CAP\_PROP\_POS\_MSEC текущая позиция видеофайла в миллисекундах или временная метка захвата видео.
2. CV\_CAP\_PROP\_POS\_FRAMES 0-индекс кадра, который будет декодирован/захвачен следующим.
3. CV\_CAP\_PROP\_POS\_AVI\_RATIO относительное положение видеофайла: 0 - начало фильма, 1 - Конец фильма.
4. CV\_CAP\_PROP\_FRAME\_WIDTH ширина кадров в видеопотоке.
5. CV\_CAP\_PROP\_FRAME\_HEIGHT Высота кадров в видеопотоке.
6. CV\_CAP\_PROP\_FPS Частота кадров.
7. CV\_CAP\_PROP\_FOURCC 4-символьный код кодека.
8. CV\_CAP\_PROP\_FRAME\_COUNT количество кадров в видеофайле.
9. CV\_CAP\_PROP\_FORMAT формат объектов Mat, возвращаемых функцией retrieve() .
10. CV\_CAP\_PROP\_MODE Backend-специфичное значение, указывающее текущий режим захвата.
11. CV\_CAP\_PROP\_BRIGHTNESS яркость изображения (только для камер).
12. CV\_CAP\_PROP\_CONTRAST контрастность изображения (только для камер).
13. CV\_CAP\_PROP\_SATURATION насыщенность изображения (только для камер).
14. CV\_CAP\_PROP\_HUE оттенок изображения (только для камер).
15. CV\_CAP\_PROP\_GAIN усиление изображения (только для камер).
16. CV\_CAP\_PROP\_EXPOSURE Экспозиция (только для камер).
17. CV\_CAP\_PROP\_CONVERT\_RGB булевы флаги, указывающие, является ли изображения должны быть преобразованы в RGB.
18. CV\_CAP\_PROP\_WHITE\_BALANCE\_U значение U настройки баланса белого (Примечание: В настоящее время поддерживается только бэкендом DC1394 v 2.x)
19. CV\_CAP\_PROP\_WHITE\_BALANCE\_V значение V настройки баланса белого (Примечание: В настоящее время поддерживается только бэкендом DC1394 v 2.x)
20. CV\_CAP\_PROP\_RECTIFICATION Флаг выпрямления для стереокамер (Примечание: В настоящее время поддерживается только бэкендом DC1394 v 2.x)
21. CV\_CAP\_PROP\_ISO\_SPEED скорость ISO камеры (Примечание: В настоящее время поддерживается только бэкендом DC1394 v 2.x)
22. Размер CV\_CAP\_PROP\_BUFFER количество кадров, хранящихся во внутренней буферной памяти (Примечание: В настоящее время поддерживается только бэкендом DC1394 v 2.x)

)

Например, я могу проверить ширину и высоту кадра с помощью **cap.get(3)** и **cap.get(4)**. По умолчанию он дает мне 640x480. Но я хочу изменить его на 320x240. Просто используйте **ret = cap.set(3,320)** и **ret = cap.set(4,240)**. (для лучшей читабельности кода лучше пользоваться именами параметров).

**cv2.waitKey(10)**

Как понятно из названия, ожидает нажатия клавиши в мсек. Возвращает код клавиши или -1 если ничего не было нажато.

## Настройки камеры

Все отлично, но хотелось бы немного более тонко настроить вебку :

**cap = cv2.VideoCapture(0)**

**cap.set(cv2.CAP\_PROP\_FPS, 24) # Частота кадров**

**cap.set(cv2.CAP\_PROP\_FRAME\_WIDTH, 600) # Ширина кадров в видеопотоке.**

**cap.set(cv2.CAP\_PROP\_FRAME\_HEIGHT, 480) # Высота кадров в видеопотоке.**

**# Все параметры.**

Можем даже немного поиграть с цветами :

**gray = cv2.cvtColor(img, cv2.COLOR\_BGR2GRAY)**

**cv2.imshow("camera", gray) # Будет показывать в оттенках серого.**

**cv2.cvtColor()** — метод преобразует изображение из одного цветового пространства в другое. **cv2.COLOR\_BGR2GRAY** — преобразование между RGB / BGR и оттенками серого. Но это все уже работа с изображением.

## Запись видео с вебки

С записью видео тоже ничего сложного:

**import cv2**

**cap = cv2.VideoCapture(0)**

**codec = cv2.VideoWriter\_fourcc(\*'XVID')**

**out = cv2.VideoWriter('captured.avi',codec, 25.0, (640,480))**

**while(cap.isOpened()):**

**ret, frame = cap.read()**

**if cv2.waitKey(1) & 0xFF == or ('q') or ret == False:**

**break**

**cv2.imshow('frame', frame)**

**out.write(frame)**

**out.release()**

**cap.release()**

**cv2.destroyAllWindows()**

**codec = cv2.VideoWriter\_fourcc(\*’XVID’)**

Данный метод просто передает индификатор кодека, которым будем кодировать видео. Вы можете использовать и другие: MJPG , X264 .

Тут мы создаем объект в который, по сути, будет записываться видео кадр за кадром:

**out = cv2.VideoWriter(‘captured.avi’,codec, 25.0, (640,480))**

**cv2.VideoWriter(filename, fourcc, fps, frameSize)**

Записываем очередной кадр..

**out.write(frame)**

Все кадры хранятся в памяти , теперь нам надо закрыть запить и сохранить все в файл :

**out.release()**

Ниже код захвата с камеры, переворачивающий каждый кадр в вертикальном направлении и сохраняющий его.

**import numpy as np**

**import cv2**

**cap = cv2.VideoCapture(0)**

**# Define the codec and create VideoWriter object**

**fourcc = cv2.VideoWriter\_fourcc(\*'XVID')**

**out = cv2.VideoWriter('output.avi',fourcc, 20.0, (640,480))**

**while(cap.isOpened()):**

**ret, frame = cap.read()**

**if ret==True:**

**frame = cv2.flip(frame,0)**

**# write the flipped frame**

**out.write(frame)**

**cv2.imshow('frame',frame)**

**if cv2.waitKey(1) & 0xFF == ord('q'):**

**break**

**else:**

**break**

**# Release everything if job is finished**

**cap.release()**

**out.release()**

**cv2.destroyAllWindows()**

## Воспроизведение видео из файла

Это то же самое, что захват с камеры, просто измените индекс камеры с именем видеофайла. Кроме того, при отображении кадра используйте соответствующее время для **cv2.waitKey()**. Если он слишком мал, видео будет очень быстрым, а если он слишком высок, видео будет медленным (Ну, именно так вы можете отображать видео в замедленном режиме). 25 миллисекунд будет нормально в нормальных случаях.

**import numpy as np**

**import cv2**

**cap = cv2.VideoCapture('output.avi')**

**while(cap.isOpened()):**

**ret, frame = cap.read()**

**gray = cv2.cvtColor(frame, cv2.COLOR\_BGR2GRAY)**

**cv2.imshow('frame',gray)**

**if cv2.waitKey(1) & 0xFF == ord('q'):**

**break**

**cap.release()**

**cv2.destroyAllWindows()**

# Функции рисования в OpenCV

*Цель*

*Научитесь рисовать различные геометрические фигуры с помощью OpenCV*

*Вы узнаете эти функции : cv2.line(), cv2.circle() , cv2.rectangle(), cv2.ellipse(), cv2.putText() и т. д.*

Во всех вышеперечисленных функциях вы увидите некоторые общие аргументы, как показано ниже:

* **img** : изображение, на котором вы хотите нарисовать фигуры
* **color** : цвет фигуры. для BGR передайте его как кортеж, например: (255,0,0) для синего цвета. Для оттенков серого просто передайте скалярное значение.
* **thickness** -толщина : Толщина линии или круга и т. д. Если для замкнутых фигур, таких как круги, передается значение -1, то оно заполняет фигуру. толщина по умолчанию = 1
* **lineType** : тип линии, будь то 8-соединенная, сглаженная линия и т.д. По умолчанию это 8-connected. cv2.LINE\_AA дает сглаженную линию, которая отлично смотрится для кривых.

### Отрисовка линий

Чтобы нарисовать линию, вам нужно передать начальные и конечные координаты линии. Мы создадим черное изображение и проведем на нем синюю линию от левого верхнего угла до правого нижнего.

**import numpy as np**

**import cv2**

**# Create a black image**

**img = np.zeros((512,512,3), np.uint8)**

**# Draw a diagonal blue line with thickness of 5 px**

**img = cv2.line(img,(0,0),(511,511),(255,0,0),1)**

**cv2.imshow('lime',img)**

**# отрисовываем окошко**

**if cv2.waitKey(10000) & 0xFF == ord('q'):**

**cv2.destroyAllWindows()**

Чтобы нарисовать прямоугольник, вам нужен верхний левый угол и нижний правый угол прямоугольника. На этот раз мы нарисуем зеленый прямоугольник в правом верхнем углу изображения.

**img = cv2.rectangle(img,(384,0),(510,128),(0,255,0),3)**

### Отрисовка окружности

Чтобы нарисовать круг, вам нужны координаты его центра и радиус. Мы нарисуем круг внутри прямоугольника, нарисованного выше.

**img = cv2.circle(img,(447,63), 63, (0,0,255), -1)**

### Эллипс

Чтобы нарисовать эллипс, нам нужно передать несколько аргументов. Одним из аргументов является расположение центра (x,y). Следующий аргумент-длина осей (длина большой оси, длина малой оси). угол-это угол поворота эллипса в направлении против часовой стрелки. startAngle и endAngle обозначают начало и конец дуги эллипса, измеренной по часовой стрелке от главной оси, т. е. давая значения 0 и 360, мы получаем полный эллипс. Для получения более подробной информации обратитесь к документации cv2.ellipse(). Ниже пример рисует полуэллипс в центре изображения.

**img = cv2.ellipse(img,(256,256),(100,50),0,0,180,255,-1)**

### Рисование Многоугольника

Чтобы нарисовать многоугольник, сначала вам нужны координаты вершин. Сделайте эти точки массивом формы ROWSx1x2, где строки-это количество вершин, и он должен быть типа int32. Здесь мы рисуем небольшой многоугольник с четырьмя вершинами желтого цвета.

**pts = np.array([[10,5],[20,30],[70,20],[50,10]], np.int32)**

**pts = pts.reshape((-1,1,2))**

**img = cv2.polylines(img,[pts],True,(0,255,255))**

Если третий аргумент cv2.polylines() - False, вы получите полилинию, соединяющую все точки, а не замкнутую фигуру.

**cv2.polylines()** можно использовать для рисования нескольких линий. Просто создайте список всех линий, которые вы хотите нарисовать, и передайте его в функцию. Все линии будут нарисованы индивидуально. Это более лучший и быстрый способ нарисовать группу линий, чем вызов cv2.line() для каждой линии.

**Добавление текста к изображениям**

Чтобы поместить тексты в изображения, вам нужно указать следующие вещи.

- Текстовые данные, которые вы хотите записать

- Координаты положения того места, где вы хотите его поместить (т. е. нижний левый угол, где начинаются данные).

- Тип шрифта (проверьте документы cv2.putText() для поддерживаемых шрифтов)

- Масштаб шрифта (определяет размер шрифта)

- обычные вещи, такие как цвет, толщина, тип линии и т. д. Для лучшего внешнего вида рекомендуется использовать lineType = cv2.LINE\_AA.

Мы напишем OpenCV на нашем изображении белым цветом.

**font = cv2.FONT\_HERSHEY\_SIMPLEX**

**cv2.putText(img,'OpenCV',(10,500),font,4,(255,255,255),2,cv2.LINE\_AA)**

И суммарно имеем примерно такой скрипт для отрисовки вышеупомянутых примеров:

**import numpy as np**

**import cv2**

**# Create a black image**

**img = np.zeros((512,512,3), np.uint8)**

**# Draw a diagonal blue line with thickness of 5 px**

**img = cv2.line(img,(0,0),(511,511),(255,0,0),1)**

**img = cv2.rectangle(img,(384,0),(510,128),(0,255,0),3)**

**img = cv2.circle(img,(447,63), 63, (0,0,255), -1)**

**img = cv2.ellipse(img,(256,256),(100,50),0,0,210,255,1)**

**pts = np.array([[10,5],[20,30],[70,20],[50,10]], np.int32)**

**pts = pts.reshape((-1,1,2))**

**img = cv2.polylines(img,[pts],True,(0,255,255))**

**font = cv2.FONT\_HERSHEY\_SIMPLEX**

**cv2.putText(img,'OpenCV',(10,500), font,1,(255,255,255),2,cv2.LINE\_AA)**

**cv2.imshow('lime',img)**

**# show image**

**if cv2.waitKey(10000) & 0xFF == ord('q'):**

**cv2.destroyAllWindows()**

**![](data:image/png;base64,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)**

Вопросы к лабораторной работе

1. привести подробное описание основных функций, рассмотренных в работе - функция, что делает, аргументы, параметры, возвращаемые результаты, типы данных и тп.
2. выполнить примеры, описанные в лабораторной - предоставить комментированный код, поэтапные результаты выполнения действий (исходные фото-, видео- данные для примеров берутся собственные, или из открытых источников или из базового набора библиотеки OpenCV)